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**Название:**

Обход графа в глубину.

**Цель работы:** Сделать рекурсивный алгоритм обход графа в глубину.

Обход графа – одна из наиболее распространенных операций с графами. Задачей обхода является прохождение всех вершин в графе. Обходы применяются для поиска информации, хранящейся в узлах графа, нахождения связей между вершинами или группами вершин и т.д.

Одним из способов обхода графов является поиск в глубину. Идея такого обхода состоит в том, чтобы начав обход из какой-либо вершины всегда переходить по первой встречающейся в процессе обхода связи в следующую вершину, пока существует такая возможность. Как только в процессе обхода исчерпаются возможности прохода, необходимо вернуться на один шаг назад и найти следующий вариант продвижения. Таким образом, итерационно выполняя описанные операции, будут пройдены все доступные для прохождения вершины. Чтобы не заходить повторно в уже пройденные вершины, необходимо их пометить как пройденные.

Таким образом, можно предложить следующую рекурсивную реализацию алгоритма обхода в глубину.

**Лабораторное задание:**

1. Задание 1: Сгенерируйте (используя генератор случайных чисел) матрицу смежности для неориентированного графа *G*. Выведите матрицу на экран.
2. Для сгенерированного графа осуществите процедуру обхода в глубину, реализованную в соответствии с приведенным выше описанием.

**Описание программы:**

В данном задании мы делали обход графа в ширину. Мы создали рекурсивную функцию DFS, главной задачей которой, является отслеживание иллюстрация хранение посещенных вершин графа, а так же вызов этой функции. В функции main мы задаём массив заполненный 0 иллюстрация 1.

#include <ctime>

#include <stack>

#include <iostream>

#include "windows.h"

using namespace std;

//граф | посещ.вершины |кол-во вершин |данная вершина

void DFS(int\*\* arr, int\* visited, int size, int top) {

if (visited[top] == 1) return; // если вершина уже посещена

visited[top] = 1; // если не посещена то отмечаем как посещенную

cout << top << ' ';

for (int i = 0; i != size; i++) {

if (arr[top][i] == 1 && visited[i] != 1) { // если нашли ребро с вершиной, которая еще не посещена

DFS(arr, visited, size, i); // вызываем функцию для это вершины

}

}

}

// функция вызывает DFS для каждой вершины графа

void vivod(int\*\* arr, int size, int i = 0) {

if (i == size) return; // конец функции

cout << endl << "Обход с вершины " << i << endl << endl;

int\* visited = new int[size];

for (int i = 0; i != size; i++) visited[i] = 0; // хранит посещенные вершины

DFS(arr, visited, size, i);

vivod(arr, size, ++i); // рекурсивный вызов для след. вершины

}

int main()

{

setlocale(LC\_ALL, "RUS");

srand(time(NULL));

int\*\* arr, \* visited; //граф

int size; //размер

cout << "Введите кол-во вершин: ";

cin >> size;

arr = new int\* [size];

for (int i = 0; i < size; i++) {

arr[i] = new int[size]; // создаем массивы для нашей матрицы

for (int j = 0; j < size; j++) {

arr[i][j] = 0; // заполняем матрицу 0

}

}

for (int i = 0; i < size; i++) {

for (int j = i + 1; j < size; j++) {

int r = rand() % 100;

if (r > 60) {

arr[i][j] = 1;

arr[j][i] = 1;

}

}

}

for (int i = 0; i < size; i++) {

for (int j = 0; j < size; j++) {

cout << arr[i][j] << ' ';

}

cout << endl;

}

int top;

visited = new int[size];

cout << "Введите стартовую вершину: ";

cin >> top;

cout << endl;

DFS(arr, visited, size, top);

for (int i = 0; i < size; i++) {

visited[i] = 0;

}

cout << "\nКонец" << endl;

return 0;

}

**Вывод данной программы**:

![](data:image/png;base64,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)  
  
**Вывод:** Мы создали матрицу смежности для неориентированного графа иллюстрация и провели рекурсивный обход в глубину.